Java LinkedList class
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Java LinkedList class uses a doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

Hierarchy of LinkedList class

As shown in the above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

Doubly Linked List

In the case of a doubly linked list, we can add or remove elements from both sides.
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![java LinkedList class using doubly linked list](data:image/png;base64,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)

LinkedList class declaration

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

Constructors of Java LinkedList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection<? extends E> c) | It is used to construct a list containing the elements of the specified collection, in the order, they are returned by the collection's iterator. |

Methods of Java LinkedList

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(E e) | It is used to append the specified element to the end of a list. |
| void add(int index, E element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(Collection<? extends E> c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| boolean addAll(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| void addFirst(E e) | It is used to insert the given element at the beginning of a list. |
| void addLast(E e) | It is used to append the given element to the end of a list. |
| void clear() | It is used to remove all the elements from a list. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It is used to return true if a list contains a specified element. |
| Iterator<E> descendingIterator() | It is used to return an iterator over the elements in a deque in reverse sequential order. |
| E element() | It is used to retrieve the first element of a list. |
| E get(int index) | It is used to return the element at the specified position in a list. |
| E getFirst() | It is used to return the first element in a list. |
| E getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |
| ListIterator<E> listIterator(int index) | It is used to return a list-iterator of the elements in proper sequence, starting at the specified position in the list. |
| boolean offer(E e) | It adds the specified element as the last element of a list. |
| boolean offerFirst(E e) | It inserts the specified element at the front of a list. |
| boolean offerLast(E e) | It inserts the specified element at the end of a list. |
| E peek() | It retrieves the first element of a list |
| E peekFirst() | It retrieves the first element of a list or returns null if a list is empty. |
| E peekLast() | It retrieves the last element of a list or returns null if a list is empty. |
| E poll() | It retrieves and removes the first element of a list. |
| E pollFirst() | It retrieves and removes the first element of a list, or returns null if a list is empty. |
| E pollLast() | It retrieves and removes the last element of a list, or returns null if a list is empty. |
| E pop() | It pops an element from the stack represented by a list. |
| void push(E e) | It pushes an element onto the stack represented by a list. |
| E remove() | It is used to retrieve and removes the first element of a list. |
| E remove(int index) | It is used to remove the element at the specified position in a list. |
| boolean remove(Object o) | It is used to remove the first occurrence of the specified element in a list. |
| E removeFirst() | It removes and returns the first element from a list. |
| boolean removeFirstOccurrence(Object o) | It is used to remove the first occurrence of the specified element in a list (when traversing the list from head to tail). |
| E removeLast() | It removes and returns the last element from a list. |
| boolean removeLastOccurrence(Object o) | It removes the last occurrence of the specified element in a list (when traversing the list from head to tail). |
| E set(int index, E element) | It replaces the element at the specified position in a list with the specified element. |
| Object[] toArray() | It is used to return an array containing all the elements in a list in proper sequence (from first to the last element). |
| <T> T[] toArray(T[] a) | It returns an array containing all the elements in the proper sequence (from first to the last element); the runtime type of the returned array is that of the specified array. |
| int size() | It is used to return the number of elements in a list. |

Java LinkedList Example

1. **import** java.util.\*;
2. **public** **class** LinkedList1{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. LinkedList<String> al2=**new** LinkedList<String>(al);
7. al.add("Ravi");
8. al.add("Vijay");
9. al.add("Ravi");
10. al.add("Ajay");
12. Iterator<String> itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

Output: Ravi

Vijay

Ravi

Ajay

Java LinkedList example to add elements

Here, we see different ways to add elements.

1. **import** java.util.\*;
2. **public** **class** LinkedList2{
3. **public** **static** **void** main(String args[]){
4. LinkedList<String> ll=**new** LinkedList<String>();
5. System.out.println("Initial list of elements: "+ll);
6. ll.add("Ravi");
7. ll.add("Vijay");
8. ll.add("Ajay");
9. System.out.println("After invoking add(E e) method: "+ll);
10. //Adding an element at the specific position
11. ll.add(1, "Gaurav");
12. System.out.println("After invoking add(int index, E element) method: "+ll);
13. LinkedList<String> ll2=**new** LinkedList<String>();
14. ll2.add("Sonoo");
15. ll2.add("Hanumat");
16. //Adding second list elements to the first list
17. ll.addAll(ll2);
18. System.out.println("After invoking addAll(Collection<? extends E> c) method: "+ll);
19. LinkedList<String> ll3=**new** LinkedList<String>();
20. ll3.add("John");
21. ll3.add("Rahul");
22. //Adding second list elements to the first list at specific position
23. ll.addAll(1, ll3);
24. System.out.println("After invoking addAll(int index, Collection<? extends E> c) method: "+ll);
25. //Adding an element at the first position
26. ll.addFirst("Lokesh");
27. System.out.println("After invoking addFirst(E e) method: "+ll);
28. //Adding an element at the last position
29. ll.addLast("Harsh");
30. System.out.println("After invoking addLast(E e) method: "+ll);
32. }
33. }

Initial list of elements: []

After invoking add(E e) method: [Ravi, Vijay, Ajay]

After invoking add(int index, E element) method: [Ravi, Gaurav, Vijay, Ajay]

After invoking addAll(Collection<? extends E> c) method:

[Ravi, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addAll(int index, Collection<? extends E> c) method:

[Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addFirst(E e) method:

[Lokesh, Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat]

After invoking addLast(E e) method:

[Lokesh, Ravi, John, Rahul, Gaurav, Vijay, Ajay, Sonoo, Hanumat, Harsh]

Java LinkedList example to remove elements

Here, we see different ways to remove an element.

1. **import** java.util.\*;
2. **public** **class** LinkedList3 {
4. **public** **static** **void** main(String [] args)
5. {
6. LinkedList<String> ll=**new** LinkedList<String>();
7. ll.add("Ravi");
8. ll.add("Vijay");
9. ll.add("Ajay");
10. ll.add("Anuj");
11. ll.add("Gaurav");
12. ll.add("Harsh");
13. ll.add("Virat");
14. ll.add("Gaurav");
15. ll.add("Harsh");
16. ll.add("Amit");
17. System.out.println("Initial list of elements: "+ll);
18. //Removing specific element from arraylist
19. ll.remove("Vijay");
20. System.out.println("After invoking remove(object) method: "+ll);
21. //Removing element on the basis of specific position
22. ll.remove(0);
23. System.out.println("After invoking remove(index) method: "+ll);
24. LinkedList<String> ll2=**new** LinkedList<String>();
25. ll2.add("Ravi");
26. ll2.add("Hanumat");
27. // Adding new elements to arraylist
28. ll.addAll(ll2);
29. System.out.println("Updated list : "+ll);
30. //Removing all the new elements from arraylist
31. ll.removeAll(ll2);
32. System.out.println("After invoking removeAll() method: "+ll);
33. //Removing first element from the list
34. ll.removeFirst();
35. System.out.println("After invoking removeFirst() method: "+ll);
36. //Removing first element from the list
37. ll.removeLast();
38. System.out.println("After invoking removeLast() method: "+ll);
39. //Removing first occurrence of element from the list
40. ll.removeFirstOccurrence("Gaurav");
41. System.out.println("After invoking removeFirstOccurrence() method: "+ll);
42. //Removing last occurrence of element from the list
43. ll.removeLastOccurrence("Harsh");
44. System.out.println("After invoking removeLastOccurrence() method: "+ll);
46. //Removing all the elements available in the list
47. ll.clear();
48. System.out.println("After invoking clear() method: "+ll);
49. }
50. }

Initial list of elements: [Ravi, Vijay, Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking remove(object) method: [Ravi, Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking remove(index) method: [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

Updated list : [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit, Ravi, Hanumat]

After invoking removeAll() method: [Ajay, Anuj, Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking removeFirst() method: [Gaurav, Harsh, Virat, Gaurav, Harsh, Amit]

After invoking removeLast() method: [Gaurav, Harsh, Virat, Gaurav, Harsh]

After invoking removeFirstOccurrence() method: [Harsh, Virat, Gaurav, Harsh]

After invoking removeLastOccurrence() method: [Harsh, Virat, Gaurav]

After invoking clear() method: []

Java LinkedList Example to reverse a list of elements

1. **import** java.util.\*;
2. **public** **class** LinkedList4{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> ll=**new** LinkedList<String>();
6. ll.add("Ravi");
7. ll.add("Vijay");
8. ll.add("Ajay");
9. //Traversing the list of elements in reverse order
10. Iterator i=ll.descendingIterator();
11. **while**(i.hasNext())
12. {
13. System.out.println(i.next());
14. }
16. }
17. }

Output: Ajay

Vijay

Ravi

Java LinkedList Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6